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Background: The integration of real-time data (RTD) in the electronic health records (EHRs) is 
transforming the healthcare of tomorrow. In this work, the common scenarios of capturing RTD in the 
healthcare from EHRs are studied and the approaches and tools to implement real-time solutions are 
investigated.
Methods: Delivering RTD by representational state transfer (REST) application programming interfaces 
(APIs) is usually accomplished through a Publish-Subscribe approach. Common technologies and protocols 
used for implementing subscriptions are REST hooks and WebSockets. Polling is a straightforward 
mechanism for obtaining updates; nevertheless, it may not be the most efficient or scalable solution. In such 
cases, other approaches are often preferred. Database triggers and reverse proxies can be useful in RTD 
scenarios; however, they should be designed carefully to avoid performance bottlenecks and potential issues.
Results: The implementation of subscriptions through REST hooks and WebSocket notifications using 
a Fast Healthcare Interoperability Resources (FHIR) REST API, as well as the design of a reverse proxy 
and database triggers is described. Reference implementations of the solutions are provided in a GitHub 
repository. For the reverse proxy implementation, the Go language (Golang) was used, which is specialized 
for the development of server-side networking applications. For FHIR servers a python script is provided 
to create a sample Subscription resource to send RTD when a new Observation resource for specific patient 
id is created. The sample WebSocket client is written using the “websocket-client” python library. The 
sample RTD endpoint is created using the “Flask” framework. For database triggers a sample structured 
query language (SQL) query for Postgres to create a trigger when an INSERT or UPDATE operation is 
executed on the FHIR resource table is available. Furthermore, a use case clinical example, where the main 
actors are the healthcare providers (hospitals, physician private practices, general practitioners and medical 
laboratories), health information networks and the patient are drawn. The RTD flow and exchange is shown 
in detail and how it could improve healthcare.
Conclusions: Capturing RTD is undoubtedly vital for health professionals and successful digital 
healthcare. The topic remains unexplored especially in the context of EHRs. In our work for the first time 
the common scenarios and problems are investigated. Furthermore, solutions and reference implementations 
are provided which could support and contribute to the development of real-time applications.
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Introduction

The coordination of patient care activities is one of the 
most complex and important services in every healthcare 
organization (1). Therefore, the information regarding 
patients has to be timely delivered to make right and 
prompt clinical decisions (2). In the recent years, the 
development of data sources and communication practices 
in healthcare has focused on the electronic health records 
(EHRs) (3,4). According to the National Academies of 
Medicine, EHRs have multiple functions such as capture 
of health data, support of the clinical decisions, health 
information exchange, electronic communication, etc. (5). 
Enhancing healthcare information systems with real-time 
data (RTD) is transforming the healthcare of tomorrow (6). 

What is RTD?

RTD is defined as information that is continuously updated 
and provided right away after collection. Delay should 
be kept as minimal as possible. This offers the possibility 
of real-time computing and processing (7). RTD is often 
associated with the following characteristics: immediate 
availability (little to no delay in accessing the information), 
frequent updates (frequently updated data, often in 
milliseconds or seconds), streaming (continuous flow from 
the source to the destination without interruption), low 

latency and data processing in real-time using technologies 
like complex event processing, stream processing, and 
machine learning algorithms. Handling RTD can be 
challenging due to the volume, velocity, and variety of 
data sources. Scalability, data consistency, and security are 
important considerations (8). New artificial intelligence (AI) 
solutions are able to assess and evaluate data in real-time, 
due to the growing computational power (9).

Integration of the RTD in the EHRs

RTD integration and access are crucial aspects of the EHRs 
that can significantly enhance the quality of healthcare 
delivery (10). Immediate accessibility to patient information 
such as medical history, including diagnoses, medications, 
allergies, and test results allows healthcare professionals 
to make informed decisions quickly, especially in critical 
situations. EHRs are continuously updated with new 
information, ensuring that healthcare providers have 
the most recent data about a patient’s health status (11). 
This can be particularly important for managing chronic 
conditions or monitoring patients in real time, such as in an 
intensive care unit (12,13). EHR systems often incorporate 
clinical decision support tools that use real-time patient data 
to send alerts and reminders to healthcare providers (14). 
For example, if a prescribed medication interacts negatively 
with another medication in the patient’s record, the EHRs 
can generate an alert to prevent potential harm (15).  
RTD from wearable devices and remote monitoring tools 
can be integrated into EHRs. This allows healthcare 
providers to monitor patients’ vital signs, activity levels, and 
other health metrics in real time, which can be valuable for 
patients with chronic conditions or those recovering from 
surgery (16). Through streamlined workflows RTD can 
improve the efficiency of healthcare. For instance, it can 
automate certain processes, such as notifying a pharmacy 
to prepare a prescription when a healthcare provider 
enters the order into the EHR (17). RTD is essential for 
telemedicine and virtual visits (18). Patients and healthcare 
providers can share information and communicate in real 
time, even when they are not physically present in the same 
location. RTD can be made available to patients through 
EHR patient portals (19). This empowers patients to 
actively manage their health by monitoring their progress 
and communicating with their healthcare team. RTD from 
EHRs can be analyzed to identify trends, outbreaks, and 
other insights that can support public health decisions. 
For example, during a disease outbreak, RTD from EHRs 
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can help authorities track the spread and severity of the 
disease (20). It’s important to note that while RTD in EHRs 
offers numerous benefits, it also raises concerns about data 
security, privacy, and the need for robust data infrastructure 
to support its transmission and storage. Healthcare 
organizations must implement stringent security measures 
to protect sensitive patient information while ensuring 
timely access to authorized users (21).

Standards for EHRs

The beginning of the intensive research on EHRs dates 
back to the 1980s. The aim was to create the clinical, 
ethical and technical requirements for the standards, which 
were later published at the International Organization for 
Standardization (22). Standards for EHRs are essential to 
ensure interoperability, data exchange, as well as the secure 
and consistent use of EHRs across healthcare organizations 
and systems (23). Several standards and frameworks 
have been established to guide the development and 
implementation of EHRs (24).

Health Level Seven International (HL7) is a widely 
recognized organization that develops standards for the 
exchange, integration, sharing, and retrieval of electronic 
health information. HL7’s standards, such as HL7 Version 2 
(HL7v2) and HL7 Version 3 (HL7v3), provide a framework 
for structuring clinical and administrative data in EHRs. 
The Fast Healthcare Interoperability Resources (FHIR) 
standard developed by HL7 has gained significant traction 
for its modern and flexible approach to data exchange (25).  
Standards such as these of the HL7 family (v2 and v3) 
are designed to build complex clinical documents, but 
they do not specify communication protocol, nor do they 
ensure interoperability. On the other hand, the recently 
developed OpenEHR and HL7 FHIR standards focus on 
interoperability and data transmission between centers. 
Both are gaining popularity and are being adopted by many 
facilities and institutions. FHIR has its own data model with 
a definition of a set of resources, while OpenEHR is more 
flexible and offers data modelling utilizing an archetype 
hierarchy (26).

These standards and frameworks provide a foundation 
for the development and implementation of EHRs. 
Healthcare organizations and EHR vendors must adhere 
to these standards to ensure that patient data is accurately 
represented, securely transmitted, and easily shared between 
different systems and healthcare providers, ultimately 
improving patient care and safety.

The objective of this paper is to study the challenges of 
RTD captured from EHRs, typical scenarios, their solutions 
and to provide reference implementations, indicating a use 
case example.

Methods

In this work, the common scenarios of capturing RTD in 
the healthcare from EHRs are identified. In order to show 
the feasibility of the concepts the approaches and tools are 
investigated to implement the real-time solutions regardless 
of the use case. The eligibility and the needed modifications 
to fit into the context of EHRs are examined. To develop 
reference program implementations Python and Go 
language (Golang) were used. Python offers an abundancy 
of libraries for server/client applications and Golang was 
specially developed for server-side networking applications.

The modern EHR standards have embraced the 
Representational State Transfer (REST) architecture, due 
to its raising use in all web applications in the recent years, 
thus, multiple REST application programming interfaces 
(APIs) solutions are available for each of them. The fact that 
these implementations use the Hypertext Transfer Protocol 
(HTTP) for communication makes REST more preferable, 
due to the undisturbed traffic through institutional firewalls. 
Usually, these APIs consist of a webserver, which processes 
the requests and stores data in a database, e.g., PostgreSQL, 
MySQL, Microsoft SQL, etc. (27-29).

RTD in REST 

REST is an architectural style and set of constraints for 
designing networked applications. It was introduced and 
defined by Roy Fielding in 2000. REST is widely used in 
the design of web services and APIs due to its simplicity, 
scalability, and compatibility with the HTTP protocol (30). 
In his work, Roy Fielding lays the key principles of REST.

Resources are key components of REST APIs, which 
can be a conceptual entity or a piece of data. Each resource 
is identified by a unique Uniform Resource Identifier. 
RESTful interactions are performed using standard 
HTTP methods, also known as HTTP verbs. The primary 
HTTP methods used in REST are: GET (retrieve data 
or information about a resource), POST (create a new 
resource or submit data to a resource), PUT (update 
or replace an existing resource), DELETE (remove a 
resource). REST allows the use of intermediary components 
(proxies, gateways, caches) to improve system performance, 
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scalability, and security. Each component only needs to 
understand the immediate request/response, not the entire 
application (31).

RESTful APIs have become the dominant approach 
for building web services and have found widespread use 
in web and mobile applications due to their simplicity 
and compatibility with the HTTP protocol. They offer 
a scalable and loosely coupled way to design distributed 
systems on the web.

Delivering RTD to users by REST APIs is usually 
accomplished through a Publish-Subscribe approach. This 
allows clients to receive updates or notifications about 
resource changes in a real-time or event-driven manner (32).  
Clients subscribe to specific resources or events on the 
server. This subscription is typically established by the 
client sending a request to the server, expressing interest in 
certain resources or types of events (channels). The server 
acknowledges the subscription and associates the client 
with the specified resource or event. As resources change 
or events occur that are relevant to the client’s subscription, 
the server detects these changes and sends notifications (33).

Common technologies  and protocols  used for 
implementing subscriptions are REST hooks, WebSocket 
and Server-Sent Events (34). The choice of technology 
depends on the specific requirements of the application 
and the desired level of real-time interaction between the 
server and the client. A REST server that does not support 
these approaches only follows a standard request-response 
model. In such a system, the only way to receive data is by 
making a HTTP request. The practices of HTTP polling 
could be considered a predecessor to the above-mentioned 
technologies and could enable real-time interactions. 
Despite of its limitations polling has remained for a long 
time on the web. The adoption of all these approaches 
is widespread and can be found in many of the web and 
mobile applications (35).

RTD independent of REST

Real-time communication is also possible outside of REST 
APIs. In this section, the approaches to separate the RTD 
delivery and management from the APIs are presented.

Many applications including REST APIs usually use a 
database solution to store the resources. Database triggers 
are a feature of relational database management systems 
and are usually used to automate actions or enforce data 
integrity rules within the database itself. Database trigger 
is a procedure which is executed as soon as an event in a 

database table occurs. This includes creation, deletion or 
modification of entries. Triggers are supported by most 
of the popular databases: Microsoft SQL, PostgreSQL, 
MySQL, SQLite, etc. (36). Database triggers can also 
be deployed in RTD scenarios to ensure data integrity, 
propagate changes, and automate certain actions when 
RTD events occur (37).

A reverse proxy is a server or software application which 
is located between the client devices and the backend 
servers. It acts as an intermediary, receiving requests from 
clients and forwarding them to the appropriate backend 
server. The reverse proxy then sends the server response 
back to the client. The key distinction between a reverse 
proxy and a regular (forward) proxy is the direction of 
the traffic flow. Reverse proxies are often used to enhance 
security, improve performance, and provide additional 
features for web applications (38). Currently a few solutions 
which offer an implementation for real time client 
interaction exist. These manage RTD delivery separating 
the implementation of the real-time service from the main 
backend API (39,40). 

Results

Implementation description

RTD in REST
HL7 FHIR Rest APIs implement the REST hook. A 
Subscription resource needs to be created, which includes 
the criteria used to determine when to generate notifications 
and the rest hook channel. The criteria follow the same 
logic as if they were to be written as a uniform resource 
locator (URL) to search the resources of interest. When 
a resource meeting the criteria is created or updated the 
server sends a POST request with empty body or a PUT 
request with the full resource. In this scenario the recipient 
of the data has to be an HTTP endpoint which accepts the 
POST or PUT requests with a JavaScript Object Notation 
(JSON) body. After that if needed the data can be forwarded 
to other systems which need it in real-time allowing for a 
change in protocol and domain (Figure 1).

HL7 FHIR servers offer the use of WebSockets to 
send notifications to clients when an event occurs. To use 
WebSockets a Subscription resource has to be created 
like the REST hook mechanism, where the criteria and 
the WebSocket channel is specified. The recipient in this 
case is a client which connects to the server using the 
HTTP WebSocket technology. As soon as connection is 
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Figure 1 Diagram of the RTD delivery using Subscriptions over WebSocket or with REST hook. RTD, real-time data; REST, 
representational state transfer; EHR, electronic health record; HTTP, HyperText Transfer Protocol. 

established the client sends a message “bind id” where id 
is the id of the subscription resource for which the client 
needs to be notified. The server responds than with a 
“bound id” message. From this moment the client receives 
a message “ping id” each time new data is available and 
has to query the resources and eventually forward them to 
a target system. The delivery of the data happens in real-
time (Figure 1).

The HL7 FHIR describes two different approaches: 
polling a single record or polling across records. The 
polling of a single record is applicable only when there is 
an interest in the modification of an existing record. If the 
resource does not yet exist, polling across records should 
be used filtering by timestamp to identify new resources. 
Polling could be utilized with any other EHR standard, 
e.g., openEHR. The delay depends solely on the frequency 
of the queries and if it is short enough almost real-time 
delivery is achievable (Figure 2).

The polling interval defines how frequently the client 
sends requests to the server. The choice of polling interval 
depends on the specific requirements of the application. 
Shorter intervals provide more real-time updates but may 

increase server load and network traffic.

RTD independent of REST 
Database triggers are applicable to all EHR servers using 
databases like OpenEHR and FHIR. The procedure 
code is written and inserted in the database server using 
a structured query language (SQL) query. When the 
defined event occurs the server notifies all clients that are 
listening on the particular channel. The recipient has to 
be connected to the database server and has to be listening 
for notify events. These can then be forwarded to another 
system. The delivery in this case is in real-time (Figure 3).

It’s important to note that while database triggers can be 
useful in RTD scenarios, they should be designed carefully 
to avoid performance bottlenecks and potential issues, 
especially in high-velocity RTD environments. Additionally, 
the choice of database system and its support for real-time 
processing can impact the effectiveness of using triggers in 
such scenarios.

Reverse proxies can be used to track and forward requests 
to the EHR servers. The RTD capturing could be achieved 
by notifying a recipient when an HTTP request using the 
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Figure 2 Diagram of the RTD delivery using Polling. EHR, electronic health record; RTD, real-time data.

Figure 3 Diagram of the RTD delivery using database triggers. EHR, electronic health record; RTD, real-time data.

POST, PUT or DELETE method is passed (Figure 4).  
In this scenario, the encryption and authentication should 
be handled by the proxy as well as the identity of the 
requesting client. It is important to note that the server 
should be aware of the URL of the reverse proxy in order to 
adjust the resource URLs (base URL).

Reference implementation

A reference implementation of the solutions for each 
scenario is made available in a GitHub repository. 
For HL7 FHIR a python script is provided to create a 
sample Subscription resource to send RTD when a new 
Observation resource for specific patient id is created. The 
sample WebSocket client is written using the “websocket-
client” python library. The sample HTTP endpoint is 
created using the “Flask” framework. For database triggers 
a sample SQL query for Postgres is made available to 
create a trigger when an INSERT or UPDATE operation 
is executed on the FHIR “hfj_resource” table. The 
trigger notifies the connected clients about the operation, 
resource type and resource id. The database client is 

implemented using the “psycopg2” library. Finally, for the 
reverse proxy Golang’s “httputil” package is used. It allows 
the modification of the response before it reaches the 
requesting client. In this case the response is not modified 
and the information is used to check the request method 
that created the response and the status code. If the request 
method is “POST”, “PUT” or “DELETE” and if the status 
code is successful, an operation producing data update on 
the server is identified. In this step a new request to a RTD 
recipient, e.g., an endpoint is executed. More information 
regarding the implementation and usage could be found in 
the README.MD file.

Use case clinical example

In this use case example of RTD capture from the EHRs 
the main actors are the healthcare providers [hospitals, 
physician private practices, general practitioners (GPs), 
medical laboratories], health information networks (HIN) 
and patients. All of the above-mentioned settings have 
their own private networks with EHR servers and databases 
protected by a firewall. In the hospital network a reverse 
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proxy could be placed in front of the EHR server and when 
new records are generated these will be sent to a HIN 
in real-time. The RTD delivery from a physician private 
practice could be implemented using a database trigger. 
Medical laboratories could also deliver RTD by connecting 
a REST hook to the HIN. As soon as new information is 
received by the HIN, patients can receive RTD through 
a WebSocket mobile client and the GP will be informed 
about the new patient data through REST hook to a HTTP 
Endpoint positioned in the demilitarized zone behind the 
firewall. GPs could send RTD to the HIN as well. The 
selection of the implementation approach and technology 
here is just an example and in real-life this process should be 
assessed according to the needs and design of the network 
and information technology infrastructure of the facility 
(Figure 5).

A hypothetical scenario could be a patient, who is 
admitted to a hospital and diagnosed with a chronic 
condition, which requires managing and regular visits at a 
physician private practice. The clinicians generate the new 
EHRs regarding this encounter and the information is sent 
in real-time to the HIN, which forwards the RTD to the 
GP. The GP can than expeditiously prepare and write a 
referral for specialist care and other documents to the HIN 
saving the patient troubles appointing a visit. The patient 
will receive the generated records on his phone as RTD and 

can visit the private practice of a specialist physician, who 
will examine the patient and assign additional laboratory 
testing, treatment and complete the EHR of the patient by 
sending RTD to the HIN. The GP is able to issue receipts 
and observe the laboratory results in real-time. This will be 
true for the patient as well and should reduce the amount of 
patient visits, waiting times and costs.

Discussion

The solutions to achieve RTD delivery depend mostly 
on the technology which the EHR server uses. HL7 
FHIR uses a REST API and implements many of the 
notification features. The only work which discusses the 
use of the REST subscriptions mechanism in the context of 
EHRs presents a real-time link between a FHIR server to 
Observational Medical Outcomes Partnership (OMOP) and 
Patient-Centered Clinical Research Network (PCORnet) 
databases for COVID-19 research (41). The authors do 
not show in detail how this mechanism is implemented. 
REST hooks are effective delivering RTD, but need an 
endpoint address which is exposed and accessible from the 
EHR server. If both the server and the recipient of data are 
residing in the same local network then this may not be 
needed. On the contrary, WebSockets do not need outward-
facing HTTP endpoint and relay on a Transmission 

Figure 4 Diagram of the RTD delivery using reverse proxy. EHR, electronic health record; RTD, real-time data.
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Control Protocol/Internet Protocol (TCP/IP) connection 
on top of HTTP, which is established and maintained. 

If WebSockets or REST hooks are not supported by the 
server the recipient needs to resort to other approaches. 
In these scenarios database trigger or reverse proxy are 
the next solution which offers best RTD availability. By 
searching the literature, we did not find any application of 
database triggers or reverse proxies for RTD delivery in 
the context of EHRs. Database triggers require an access 
to the database system in order to execute the SQL query 
creating the trigger. Moreover, the database server needs to 
be accessible by the listening recipient. The reverse proxy 
solution calls for a more sophisticated intermediary to 
forward requests and handle encryption and authentication. 
The reliability of this solution might be higher than that of 
the database triggers avoiding bottleneck and performance 
issues. Furthermore, reverse proxies offer additional 
performance features. Although, reverse proxies that 
manage real-time features already exist, their use is mainly 
to separate the implementation of real-time messaging from 
the backend API or other microservices. This allows the 
backend to remain stateless, but requires the ability of the 

API to communicate with the reverse proxy and be aware of 
its existence (39,40). In our proposed reverse proxy design, 
there is no need for modification of the EHR Server and 
the solution can universally be deployed in many scenarios. 
Some reverse proxy servers offer a mirror module which 
mirrors the original request to another backend (42). These 
features do not access the response from the EHR server 
and can’t guarantee the success of the request.

If none of these approaches can be used the only solution 
remains polling. To achieve almost RTD delivery, it is 
important to increase the frequency of the queries. This 
may increase bandwidth and consume processing power 
from the server. It is recommended to use polling if all 
other solutions are unavailable (35).

Conclusions

Capturing RTD is undoubtedly vital for health professionals 
and successful digital healthcare. The topic remains 
unexplored especially in the context of EHRs. In this work 
for the first time the common scenarios and problems 
are investigated. Furthermore, solutions and reference 

Figure 5 Use case model diagram: relationship and RTD exchange between healthcare providers (hospitals, physician private practices, 
GPs, medical laboratories), health information networks and patients. EHR, electronic health record; REST, representational state transfer; 
GP, general practitioner; Lab, laboratory; HTTP, HyperText Transfer Protocol; DB, database; RTD, real-time data. 
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implementations which could support and contribute to 
the development of real-time applications are provided. 
Ultimately, as RTD requirements of each scenario can 
vary significantly, it’s advisable to carefully assess the 
specific needs of the application and choose appropriate 
technologies and strategies accordingly.
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